Question 1

1. My UB number as a 32-bit vector by converting each digit into a 4 bit binary number

Ub number: 18012352-bit vector

Scale to calculate this binary to digit conversion

8 4 2 1

1 0 0 0 1

8 1 0 0 0

0 0 0 0 0

1 0 0 0 1

2 0 0 1 0

3 0 0 1 1

5 0 1 0 1

2 0 0 1 0

1 = 0001 , 8= 1000 , 0= 0000, 1= 0000, 2= 0010 , 3= 0011, 5= 0101 , 2 = 0010

B )

Key = 010011

Iv vector = 001011

The way I have done this is taking the Original iv vector – 001011 and doing the permutation of m4 m6 m5 m2 m1 m 3 then with that new iv vector will xor this with the key = 010011 then take the first 4 bits of that new outcome and xor that with my actual ub number bits then going onto the next step I will take the next iv vector that I had permuted and xored with the key and then xor that with the original key and then repeat this step until the last stage of the encryption as I will show below.

Stage 1 –

001011 – original Iv

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAACgAAAAbCAMAAAA5zj1cAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAGUExURQAAAAAAAKVnuc8AAAACdFJOU/8A5bcwSgAAAAlwSFlzAAAOwwAADsMBx2+oZAAAAGxJREFUOE/V0EsOwCAIRVG6/03XwhNBPk7aQe9EIic1KYWuPGy3sLTFu4KmL2U0hRktoFCMXAmZYnpqoJcddLKFVvbQyAMccg44q/STr0F9+8dwrj+Aa8C5tf7zAcYXa6jfkirI0oX7GPYS0Q3V7AOnG6gOWQAAAABJRU5ErkJggg==)

011001- permuted new Iv

010011 – key

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABIAAAAYCAMAAADAi10DAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAGUExURQAAAAAAAKVnuc8AAAACdFJOU/8A5bcwSgAAAAlwSFlzAAAOwwAADsMBx2+oZAAAAFxJREFUKFONyzECwDAIAkD6/09XQYjtFIaop8GjuFamBY6xK+gQRCM2EJrz2Z2YphtRthTRXphYSPUoIY0dnq3WPzmrdb2ghlvisGmGH/X0oXlGchHIUGXHKwd4AeuxAPw+tJycAAAAAElFTkSuQmCC)![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAEkAAAAGCAMAAAC4o0NXAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAGUExURQAAAAAAAKVnuc8AAAACdFJOU/8A5bcwSgAAAAlwSFlzAAAOwwAADsMBx2+oZAAAADVJREFUKFOlzDkOAAAIAkH9/6dtVgsT4zUlAQT6xlEgPvApR4F4IU84cqQTRZejFaYFSj1RAyeTASVvBMWzAAAAAElFTkSuQmCC)

001010 – new permuted iv xored with the key

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABgAAAATCAMAAAC9bj0JAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAGUExURQAAAAAAAKVnuc8AAAACdFJOU/8A5bcwSgAAAAlwSFlzAAAOwwAADsMBx2+oZAAAAGNJREFUKFNtzAEOwCAIA0D4/6cHpRZkkiiVI5q7mcXxCqqcoTJXqwJoeQh/4T1EqWWtzJBJ70h1KA0Y1OMBSguYIt5rkgnZJZlBKKrgCCfoBb0YdS/8JC4OQg7lsAEyS7DI/QMGywEPZnjZVwAAAABJRU5ErkJggg==)

0001 – my original message first bit
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0011 – this is the first 4 bits in red xored with my original message first bit

Stage 2 –

So, the new iv vector will be used from the last step basically this is – 001010

And this will be permuted and then xored with the key and then the same process as previous

001010 – Iv
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001001- permuted new Iv

010011 – key
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011010 – new permuted iv xored with the key
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1000 – my original message first bit
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1110 – this is the first 4 bits in red xored with my original message first bit

Stage 3 –

So, the new iv vector will be used from the last step basically this is – 011010

And this will be permuted and then xored with the key and then the same process as previous

011010– New iv
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001110- permuted new Iv

010011 – key
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011101 – new permuted iv xored with the key
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0000– my original message first bit
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0111 – this is the first 4 bits in red xored with my original message first bit

Stage 4 –

So, the new iv vector will be used from the last step basically this is – 011101

And this will be permuted and then xored with the key and then the same process as previous

011101 – New iv
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110101- permuted new Iv

010011 – key
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100110 – new permuted iv xored with the key
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0001– my original message first bit
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1000 – this is the first 4 bits in red xored with my original message first bit

Stage 5 –

So, the new iv vector will be used from the last step basically this is – 100110

And this will be permuted and then xored with the key and then the same process as previous

100110 – New iv
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010011 - permuted new Iv

010011 – key
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111001– new permuted iv xored with the key
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0010– my original message first bit
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1100 – this is the first 4 bits in red xored with my original message first bit

Stage 6 –

So, the new iv vector will be used from the last step basically this is – 111001

And this will be permuted and then xored with the key and then the same process as previous

111001 – New iv
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010111- permuted new Iv

010011 – key

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABIAAAAYCAMAAADAi10DAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAGUExURQAAAAAAAKVnuc8AAAACdFJOU/8A5bcwSgAAAAlwSFlzAAAOwwAADsMBx2+oZAAAAFxJREFUKFONyzECwDAIAkD6/09XQYjtFIaop8GjuFamBY6xK+gQRCM2EJrz2Z2YphtRthTRXphYSPUoIY0dnq3WPzmrdb2ghlvisGmGH/X0oXlGchHIUGXHKwd4AeuxAPw+tJycAAAAAElFTkSuQmCC)![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAEkAAAAGCAMAAAC4o0NXAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAGUExURQAAAAAAAKVnuc8AAAACdFJOU/8A5bcwSgAAAAlwSFlzAAAOwwAADsMBx2+oZAAAADVJREFUKFOlzDkOAAAIAkH9/6dtVgsT4zUlAQT6xlEgPvApR4F4IU84cqQTRZejFaYFSj1RAyeTASVvBMWzAAAAAElFTkSuQmCC)

100100– new permuted iv xored with the key
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0011– my original message first bit
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1010 – this is the first 4 bits in red xored with my original message first bit

Stage 7–

So, the new iv vector will be used from the last step basically this is – 100100

And this will be permuted and then xored with the key and then the same process as previous

100100 – New iv
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100010- permuted new Iv

010011 – key
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110001– new permuted iv xored with the key
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0101– my original message first bit

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAACoAAAAHCAMAAABJLy+BAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAGUExURQAAAAAAAKVnuc8AAAACdFJOU/8A5bcwSgAAAAlwSFlzAAAOwwAADsMBx2+oZAAAAC5JREFUKFONyrERADAIw0Bl/6XBwS2JVeoeOGFNUysaWnIsdPGfG1i/G6o8lqAAlAcAzozcIM0AAAAASUVORK5CYII=)

1001 – this is the first 4 bits in red xored with my original message first bit

Stage 8 –

So, the new iv vector will be used from the last step basically this is – 110001

And this will be permuted and then xored with the key and then the same process as previous

110001 – New iv
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010110- permuted new Iv

010011 – key
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000101– new permuted iv xored with the key
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0010– my original message first bit

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAACoAAAAHCAMAAABJLy+BAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAGUExURQAAAAAAAKVnuc8AAAACdFJOU/8A5bcwSgAAAAlwSFlzAAAOwwAADsMBx2+oZAAAAC5JREFUKFONyrERADAIw0Bl/6XBwS2JVeoeOGFNUysaWnIsdPGfG1i/G6o8lqAAlAcAzozcIM0AAAAASUVORK5CYII=)

0011 – this is the first 4 bits in red xored with my original message first bit

New 32 bit after encryption - 0011 , 1110 , 0111 , 1000 , 1100 , 1010 , 1001 , 0011

Question 2 -

A ) In the woo and Lam Pi protocol A Is claiming the identity and b is verifying the identity claim made by A. In the first step A states it identity to b however at this early stage of the interaction A does not trust B. In the second step B sends a challenge to A as it does not trust it to provide proof of its identity to demonstrate its knowledge of Kas by encrypting Nb with it. In the third step of this communication is demonstrating that A has responded to the challenge by encrypting Nb with Kas and returning that message to b. In the fourth step b communicates with the server as it does not completely trust A and the message between these 2 is that b is challenging S to prove its knowledge of Kbs by encrypting the message it has sent ‘ {A, {Nb}Kas} ’ b doesn’t trust s however after this message s trust b because only B can have knowledge the message it has just constructed. Alongside this B is asking S to identify A with the key Kas by decrypting Nb Kas. In the final step in the protocol the server responds back to b and issues a challenge to it to prove that it knows kbs by decrypting nb Kas from the third step which was the last direct line between A and B. After this B would decrypt this message and the outcome that its looking for is to see if the nonce is the same as was originally sent and if this is the case then B can trust the validity of a due to the process of interaction of A.B also knows this to be secure as B interacted and issued a challenge of validity to s which then resulted in the secure message of nb kbs.

The first Attempt to impersonate A fails at step 3 because steps 1 and 2 are basics issuing challenges however at step 3 when it’s time to authenticate, I would fail because it does not know Kas

1. I(A) – B: A
2. B – I (A) : Nb
3. (I) A → B: {Nb}Kas

The second attempt to impersonate B fails t step 4 because the intruder does not have knowledge of Kbs

1. I(A) – B: A
2. B – I (A) : Nb
3. (I) A → B: {Nb}Kas
4. (I) B → S: {A, {Nb}Kas} Kbs

The third attempt to impersonate s fails at step 5 as intruder will not have knowledge of kbs

1. I(A) – B: A
2. B – I (A) : Nb
3. (I) A → B: {Nb}Kas
4. (I) B → S: {A, {Nb}Kas} Kbs
5. I(S) → B : {Nb}Kbs

b)

In encryption security it is usually computationally expensive to have unique messages and identifiers and a large message space so designers and security individuals came up with the idea to minimize this by eliminating the identifier if that identity was able to be corrupted by an intruder and reveal their identity which would lead to a naming flaw. The main issue with this of course is that this would leave the identity of the individual at risk of the intruder targeting this and convincing a participant that it is a legitimate individual which would lead to the intruder gaining access to the conversation

The protocol below presents a naming flaw, and the flaw is that A does not identify itself as the originator of Na so the intruder can impersonate b

A → B(i) : Na
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I(B) – A : A :Na

A – I(B) : {Na, Nb}Kab  
B → A : {Na, Nb}Kab
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A → (i)B : Nb

I(B)- A : Nb
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